CS 1102

A term. 2017.

Assignment #4

**Due: Tuesday September 26, 2017 @ 9:00 p.m. via Canvas**

**Accepted until September 27, 2017 @ 1 p.m. with 25% late penalty**

## Fixes

1. Changes filenames for three parts to “part 1.rkt”, “part 2.rkt”, and “part 3.rkt”
2. You do not need check-expects for the random-widgets function
3. Reordered questions in part 2 (put find ahead of insert, but did not change the question content)
4. A few typography changes to fix grammar errors or to improve clarity.

## General assignment guidelines

1. Requested functions must have signatures and test cases. They must also be defined at the top level.
2. You may not change the signature or name of any of the functions. You are also forbidden to modify the structure definitions.
3. Pay particular attention to the requirements in Part 2 and Part 3.
4. As always, you may use any of your code from previous assignments, as well as any code we have posted in class. Typically you should credit others’ work, but if you are copying code posted on the Canvas site you may skip that step for this class.
5. You will use the Intermediate Student Language with Lambda, and may use all constructs in the language unless contradicted by the assignment.
6. You might want to watch the optional video on lambda posted on the course schedule.
7. Part 1 prepares you for Part 2; Part 2 prepares you for Part 3. Dividing things up by parts will not work well.

## Part 1. Basics of binary search trees

Your boss was impressed with your work in providing functionality for answering queries about widgets. However, there is one remaining problem: speed. Although at present few types of items are produced, your boss is looking to the future and possibly extending to millions of different widgets being manufactured. He has asked you to use a simplified version of the widget structure to build some infrastructure for quickly accessing the different types of widgets. Specifically, he wants you to implement functionality for a binary search tree in order to speed searching for a specific widget among the (eventually) many millions of different widgets the company manufactures.

(define-struct widget (name quantity price))

;; a widget is a (make-widget String Natural Number)

; same as assignment #3, except no parts component

(define-struct bst (widget left right))

;; a BST is either

;; false, or

;; a (make-bst widget bst bst)

For this part you will use ISL-lambda, and any constructs that exist. You are to develop the following functions:

1. random-widgets: Natural Natural 🡪 (listof Widget). The first parameter is the number of random widgets to create, and the second parameter is the maximum value the parameter can take on. For example:

> (random-widgets 5 9999)

(list

(make-widget "2407" 9711 7331)

(make-widget "8044" 7194 9666)

(make-widget "9430" 7040 6478)

(make-widget "4854" 9541 3171)

(make-widget "5789" 7782 7406))

While these widget names are not realistic, they are useful for testing your code without having to hand-generate a bunch of widgets. This functionality will come in handy later when you do performance analysis. When you generate random widgets, use a large value for the maximum value (e.g. 999999999) to greatly reduce the likelihood of having non-unique identifiers.

1. insert: Widget Bst 🡪 Bst. Adds the widget to an existing binary search tree in the correct position. Widgets are ordered according to their name. Specifically, you should use the string<=? function.
2. insert-all: (listof Widget) Bst 🡪 Bst. Inserts all of the widgets into the binary search tree. You may assume the widgets in the tree are ordered according to their name and the string<=? function.
3. find-name: String Bst 🡪 Widget | false. Returns the widget whose name corresponds to the given string, or false if that widget does not exist. If there are multiple copies of the same widget, returning either one is ok.
4. render: Bst 🡪 Image. Display an image of the binary tree using the “name” field of widget. Using an approach similar to assignment #3 is fine. The main purpose of the function is so you can inspect your tree visually for correctness. It should look something like:

![](data:image/png;base64,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)

T represents the top of the tree, and L and R represent left and right branches, respectively.

Hint: it should go without saying, but follow the template for binary search tree. You are not required to submit the template, but hopefully by now you don’t need to be told to start with it.

What to hand in: “part 1.rkt”

## Part 2. Writing functions that create functions

The Head of the Advanced Widget Engineering Section at the company has been impressed with your work, specifically your prior project on creating abstract functions to operate on widgets. To see if you’re cut out for AWES, she wants you to reimplement several functions from Part 1. However, **The Head is fairly strict and does not permit you to use the list template, or any recursion aside from the binary search tree template** (“let’s see if you really understand abstract functions.”).

1. find: eq lt value bst 🡪 widget | false. Searches a binary search tree. eq is a function that consumes a value and a BST, and returns whether the (relevant property of the) current node is equal to the value passed in. lt (Less Than) is a function that consumes a value and a BST, and returns whether the value passed in is less than the (relevant property of the) current node. value is what is being searched for, and bst is the binary search tree. You may assume the tree is ordered according to the function lt.
2. insert: fn Widget Bst 🡪 Bst. Adds the widget to an existing binary search tree in the correct position. Widgets are ordered according to the function fn. All The Head will say for additional clarification is:
   1. You must pass in a function that compares a Widget and a node in a binary search tree.
   2. It must be capable of creating a tree based on any field of widget (name, quantity, or price).
   3. The ordering could be increasing, decreasing, based on the length of the string, or …
3. insert-all: fn field (listof Widget) Bst 🡪 Bst. Inserts all of the widgets into the binary search tree. Values will be ordered by the function fn. The function fn will be applied to part of the widget structure referred to as field. You **must** reuse your insert function from Part 2, question 1.

For example:

> (render (insert-all string<=? widget-name false (random-widgets 10 9999)))

Might produce
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**Reminder:** you may not use the list template, and must use foldr here. You begin to object “But foldr takes a function with 2 parameters, while insert requires **3** parameters…” The Head smiles and says “Exactly. That’s why it’s a challenge.” As The Head walks away, you call out “But fn and field aren’t even a valid function! Am I expected to make one from them?” Unfortunately, you don’t receive a reply other than a cryptic smile.

1. You get a note from The Head saying “If you can do question #2 and #3, you obviously don’t need to waste your time recreating the render function. That’s a trivial tasks for a programmer of your caliber. Instead you should work on Part 3.”

Hints for question 3:

1. Conceptual complexity just jumped up from assignment #3.
2. Look at the provided example of insert-all and forget about foldr. Just think about how to *construct* a function from those components you could pass to insert to put a single element into the tree.
3. Once you have that working, then think about how to incorporate foldr to insert all of the elements at once.
4. You won’t need many lines of code. My solution is 8 lines long, and I’m fairly generous with line breaks.

What to hand in: A file called “part 2.rkt”. Make sure you have multiple test cases of your functions.

## Part 3. Performance measurements

The Head stops by and asks you to collect some timing data on how well your new codebase performs. Specifically, your job is to test it against filter (“Let’s see if you can beat a built-in primitive operation for finding things.”). Rather than just running a few tests, your job is to construct a set of functions that will generate the test cases to be run and time how long they take to complete.

Testing specifications:

* Test lists of length 10k, 100k, and 1 million (1 million may take a bit of time to create)
* For each list length, you should use built-in functions to time how long it takes to find a widget 25% of the way through the list, 50% of the way through the list, and 75% of the way through the list. You should also find a widget that is not in the list (there’s an easy way of picking a value guaranteed to not be in the list)
* You will compare the performance of using filter on a list vs. finding it in a binary search tree. You should construct the tree ahead of time to avoiding counting the time to generate the tree in the time to find an item.

The Head, impressed with your performance in part 2, gives you one additional constraint before you can join the Advanced Widget Engineering Section: you must write a function that generates the code that will execute your tests and time them. Realizing that description may have made little sense to you, she sketches out code you should be able to work with and puts it in starter.rkt for you.

Create a 4x3 table showing your timing results for filter. Create a similar table for using your binary search tree (label which is which). Your table does not have to be pretty – as long as we can clearly read what is going on that is fine. Having your results as a comment in your file is ok.

What to submit:

1. Your code.
2. You probably want to include the starter file with part 3 (you might want to include it for other parts as well).
3. The tables, as comments.

Submit a file called “part 3.rkt”

Hints:

1. Again, complexity and abstractness just increased. You are now working with functions that generate and return another function, and then having other code invoke the created function later.
2. As always, start less abstract. Figure out how to run a timing test on an element in the list using filter and using find in a BST.
3. A good next step is writing some code that can automatically extract the element 25% of the way through the list, and filter/find on the appropriate widget-name.
4. Then think about how to generalize what you’ve done to lambda functions.